**Exp2\_Aim: To create functions, classes and objects using python and to demonstrate exception handling and inheritance.**

**THEORY:**

1. List the different features of OOP in python. Explain each of them with examples. Ans:
   1. **Create a class in python:**

A class is a blueprint for the object, to create a class we will use the class keyword and from the class, we construct instances.

# Create an object in python:

In python, an object is a real-world entity that has its state and behavior, everything in python is an object. To create an object we can use the class name.

# Instance Attribute in python:

In python, instance attribute is an attribute or properties which is attached to an instance of the class. The instance is accessed by using the dot notation.

# Class Attribute in python:

A class attribute is an attribute whose value remains the same for all instances of a class is known as a class attribute. It is defined at a class level rather than inside the method. The value of the class attribute is shared by all objects.

# The init function in python:

In python, init () is a built-in function, and all the classes have a function called init which is always executed when the class is initiated. We use the init () to assign the values to object properties.

# Method in python:

The method in python is similar to a function, a method is defined inside the body of a class and it is used to define the behavior of an object.

# Self Parameter in Python:

The self parameter is used to reference the current instance of a class, also by using “self” we can access the attributes and methods of a class in python. We can use another parameter name instead of a “self” but it should be the first parameter of any function in class.

* 1. **Inheritance:**

Inheritanceis the process in which class inherits all the properties and methods from another class. The new class is called derived class or child class and the one from which it derived is called parent class or base class.

# Types of Inheritance in Python

Types of inheritance depend upon the number of child and parent classes involved. There are four types of inheritance in python.

1. Single Inheritance
2. Multiple Inheritance
3. Multilevel Inheritance
4. Hierarchical Inheritance
5. Hybrid Inheritance
6. **Single Inheritance:** In single inheritance child class inherits only a single parent class.
7. **Multiple Inheritance:** In multiple inheritance a child class inherits from more than one parent class.
8. **Multilevel Inheritance:** In multilevel inheritance child class becomes a parent class for another child class
9. **Hierarchical Inheritance:** In hierarchical inheritance more than one derived class inherits properties from the parent class.
10. **Hybrid Inheritance:** Hybrid inheritance involves multiple types of inheritance taking place in a single program.

# Method Overriding in python:

* Python method overriding means creating two methods with the same name and the same number of parameters but the different print messages.
* Here, the method overriding allows us to change or override the parent class function in the child class. Method overriding is an example of run time polymorphism.

# Method Overloading in python:

* + Python method overloading means we can have the same name but different arguments and a method can have one or more arguments.
  + Calling the same method in different ways is called method overloading in python. Method overloading is an example of compile-time polymorphism.

# Polymorphism in Python:

* + Polymorphism in Python means more than one form. Also, we can say it is a condition of occurrence in different forms.
  + Polymorphism is one of the important concepts in programming. For example, we know that the “+” operator is used for adding two integer numbers, and for the string, the same ” + ” operator is used for string concatenation.

# Encapsulation in python:

1. Encapsulation is the process of wrapping up variables and methods into a single unit, it is the fundamental concepts of object-oriented programming in Python.
2. In python, though there is no explicit access modifier by using ( ) double underscores we can make the variable private.

# Abstraction in python:

* + 1. In python, abstraction is used for hiding the internal details and showing the functionalities. Abstraction means hiding the real implementation and knowing how to use it as a user and it is achieved by using abstract classes and interfaces.
    2. An abstract class is a class that provides incomplete functionality and the

interface provides the method names without method bodies.

(All the examples are done in the implementation part)

* + 1. Explain importance of exception handling in Python. Explain various keywords used in exception handling with examples.

Ans:

|  |  |
| --- | --- |
| **Sr. No.** | **Exception with Description** |
| 1. | **SystemExit** - Raised by the sys.exit() function. |
| 2. | **ArithmeticError** - Base class for all errors that occur for numeric calculation. |
| 3. | **OverflowError** - Raised when a calculation exceeds maximum limit for a numeric type. |
| 4. | **FloatingPointError** - Raised when a floating point calculation fails. |
| 5. | **ZeroDivisionError** - Raised when division or modulo by zero takes place for all numeric types. |
| 6. | **AttributeError** - Raised in case of failure of attribute reference or assignment. |
| 7. | **KeyboardInterrupt** - Raised when the user interrupts program execution, usually by pressing Ctrl+c. |

|  |  |
| --- | --- |
| 8. | **IndexError** - Raised when an index is not found in a sequence. |
| 9. | **NameError** - Raised when an identifier is not found in the local or global namespace. |
| 10. | **EnvironmentError** - Base class for all exceptions that occur outside the Python environment. |
| 11. | **SyntaxError** - Raised when there is an error in Python syntax. |
| 12. | **TypeError** - Raised when an operation or function is attempted that is invalid for the specified data type. |

Python uses try and except keywords to handle exception. Both keywords are followed by idented blocks.

**try...except blocks:**

Syntax:- try :

#statement in try block except :

#executed when error in try block

**Catch Specific Error Type:**

try:

a=5 b=’0’

print(a+b) except TypeError:

print(‘Unsuported operation’)

print(“Out of try except blocks”)

**Output:**

Unsuported operation Out of try except blocks

**Multiple...except blocks: Code:**

try:

a=5 b=’0’

print(a+b) except TypeError:

print(‘Unsuported operation’) except ZeroBydivision:

print(‘Zero by division is not allowed’) print(‘Out of try except blocks’)

**Output:**

Zero by division is not allowed Out of try except blocks

**IMPLEMENTATION:**

* + Write a program in python to illustrate various features of OOP in python

**Code:**

#creating class

class plane:

roll = 1

print(plane)

**Output:**
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**Code:**

#method in python

class crew:

def \_\_init\_\_ (self, name, roll):

self.name = name

self.roll = roll

def function(self):

print("Welcome to python " + self.name)

a1 = crew("Andrei", 25)

a1.function()

**Output:**
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**Code:**

#create object and class

class plane():

def \_\_init\_\_ (self,name,id,salary):

self.name = name

self.id = id

self.salary = salary

obj1 = plane("Boeing",101,12500)

print(obj1.\_\_dict\_\_)

**Output:**

![](data:image/png;base64,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)

**Code:**

#single inheritance in python

class Teacher():

def myfirst(self):

print('This is Parent Class')

class Child(Teacher):

def mysecond(self):

print('This is Child Class')

obj = Child()

obj.myfirst()

obj.mysecond()

**Output:**
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**Code:** #polymorphism

val1 = 30

val2 = 20

print(val1-val2)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAeCAYAAAA7MK6iAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAFYSURBVEhL7Zahj4MwFMa/O4s5NUVIMFMz6LrzM/WIuvlq1HT/BgQeg8dNY6YwmKn56t0r19so2Xb0LmGGX0IaXpp89Hvfa3iLouiCF/Bu19lZhGdjEZ6NRXg2XiZ8/65mGQqZIIBGo1LsD7Z+RUCVW8T2DQ/3PWZ0YoasKFHugLrRtjbCfJQR7Spwzvun6gIkskDG7J4JOMJCSaxbBZ7u0draGMHJCd1AydxWgFwqNJrEubCV33GEc8mRPvVLYEP+6raGs0twJAGt8YZ2TMMvXCzEipbz6SbLsgLkPKqqo7cVwol2/yPV33mQHzX1WeJm/DT+KGxSbfMw6LUPfsKHE860xFvjrZsHFvZNwKALT/E8cY6jaSWlunQOyvC5pnR1x8mWe1udlw10kGA3GFozhknQofKw3bm5TEJlPxd3MLNL8907eb3ZfiBRz4Atv7ezsQjPxouEgS8gVG4kCE/U5QAAAABJRU5ErkJggg==)

**Code:**

#Encapsulation in python

class Plane:

def \_\_init\_\_ (self, name, salary):

self.name = name

self. salary = salary

def disp(self):

print(self.name)

print(self. salary)

plane = Plane('ANTONOV', 5000000)

plane.disp()

print(plane.name)

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEMAAAA9CAYAAAD24tTCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAARlSURBVHhe7ZotcKtAEMf3PYuJiup0JiYqJhoXj8FVVOCeR2cqovGdeSKisjOYeGYqcJnBRGEwVVE10Xm79wELuVAS9Zjub4Y2OY478r/dPdi7X4+Pj2cQFL/NfwERMRgiBkPEYIgYDBGD4Z5aowTSYIYfTlAkz7DJdTGegCQNgM5UuxDirS4loiSFYFpAmE3MtdfgbTbtadznrvWVPG9A39q1dnxYv8Ww9CrYhTGwJgzmumoHIXbgtIxogc1WBRQnD+Yr35QyTieYrtbgOAP+NoYwDM2RYBtYSJ3VZebHkuB4I9Miqc8lBcAyTiGJVFOanr4Uve3kkJV0AzNY8DYt0UKLfdAyOcSIQGlx2KiGvPnq8kaOJZQwB5dOw8ARW1EnO3huzA7yzTPsKrz1IDElSE9f+YB28qxEO8HPDjXUoEMFRguHGEotXUE15Llu5BOFQvVDl9wDiEI03WZEONsD/gpm8L19DWknz0AbxwKHmaMHHS+u3edCDO0ipkL+CUdwu0q+yaC66GAY/sMU/zYj0qL8UiPJudbXkHbIVTaZFqZlHGrQMbakzcUdMayL2ApbIIGdroLn0mIKq/XdvnID9/c1fcBrtgeUrO0qatBPJWSNd3XEMGp9oVlalLl5S3BZKbkR2u9d1nEr9/Z1/KRfqwe1cRU96KcyM7ORpiWGDiieisRpag4zTboCENovZNWVSN1D/nnEv1OgQbtgPsE76DoK4uhrSDt2YG0MUdebQS+5WSBMDKMWm6LsQZGZVHVBnTiF6kOZLYruMDdrvi4u+hrQTv17mau4XIRoxLiiFlFHZhfbFIrpClYUywZDMQBHfxa0nin89RsEMwxqrxtT0qHTlz+gnebXWFcJ8NylixC1GNfUUhhV3dCDDToXTnG3QM8CIZrcLGhcMl4e8UmRP/F2uezrlnb0oBLuQZdMF6M9m/xwRAyGiMEQMRgiBkPEYIgYDBGD0X7oqnOfXbo5xL7cpWWEdUiM+nh5P+/3H+e/T6ysezz9PX/s9+f9+0td9vKO3/l1Y6yDx81uEoVL8E4FJCxdvY0p8du8PY6xDnGjGO6kCPamcpH6NX98dawcDjFQLZ7cSZO6MvgPQG/POnukoddldEXYqaQHnh1hHZscaovRWvOgg0xpBkH6BpfpR1qgwdflSYb1XAs0xLjqfOMmOWxeC4y73Qw5ReYY5mWiVqLcjK/O9zFDLReg80zm9edZQDYWthZudNoez46wjvWg78VQ6UC7fGBSZxiZ2XID4sNqjtGoOuDn8dWxxf1i+Gt4o4ewalcv/G5TdBtvCX9YEIkSs7hrKo2xDtF6AqUoG6v5pqG7Aq4gkWKcu81XrIUW2AlII6wjOVDG9zHjByFiMEQMhojBEDEYIgZDxGCIGAzZB0rXyT5QpPUS6nQTnSaTfaCEUkv2gSq0i8g+UMS6iK2gEyOyD9SgzM2TfaD6MNOkc3uj7ANtQ504hepD9oFyZB9oC9kH+p/Tnk1+OCJGDcA/e71qAJBHJVUAAAAASUVORK5CYII=)**

* + Write a program in python to demonstrate exception handling in python. (Hint: use multiple except block, user defined exception)

**Code:**

a). Division by zero:

**Code:**

try:

a = int(input("Enter a:"))

b = int(input("Enter b:"))

c = a/b

except:

print("Can't divide with zero")

**Output:**

![](data:image/png;base64,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)

b). User Defined Exception:

**Code:**

class User\_Error(Exception):

def init(self, value):

self.value = value

def str(self):

return(repr(self.value))

try:

raise(User\_Error("User Defined Error"))

except User\_Error as error:

print('A New Exception Has Spawned:',error.value)

**Output:**
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C**onclusion**:

Successfully learnt to use various OOP features and exception handling in python.